Abstract—With the rapid development of Web, there are more and more structured web database available for users to access. At the same time, domain searchers often have difficulties in finding the right web database. In this paper, we study how we can build an effective web database integration system with the aim of making the system contain as much important data as possible and the least degree of query cost. In this paper, we present a method for integration of structured web database. We experimentally results on real web databases indicate that our method is highly efficient.
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I. INTRODUCTION

More and more databases are becoming Web accessible. This through form-based search interfaces. We is often called this kind of web data “deep web”. the deep web is believed to be possibly larger than the surface web, and typically has very high-quality contents [1]. According to the survey [2] released by UIUC in 2004, there are more than 300,000 deep web sites and 450,000 query interfaces available at that time, and the two figures are still increasing rapidly. In this paper, our research focuses on structured databases on the Web, which return structured objects with attribute-value pairs (e.g., a Book source like amazon.com returns books with author,title, etc.).

In order to assist users in accessing the Web data in the deep web, many efforts have focused on building the deep web data integration system (such as metasearch engine) that mediates many deep web databases and provides a single access point for users [3,4]. Given a user's query, the integration system determines which databases are the most likely to be relevant, directs the user's query to those databases and collects the search results back to the user. Given this scenario, we note that an effective integration system needs to do web databases selections twice in Internet-scale deep web data integration tasks.

1. In Internet-scale deep web data integration tasks, where there may be hundreds or thousands of web databases providing data of relevance to a particular domain. An integration system cannot possibly involve in all of them, so a few sets of web databases must be selected to build an integration system.

2. Based on the user's query, the integration system has to select a set of databases which are most relevant from all integrated web databases, so it can direct the query to those databases. Recently, main efforts have been focused on automatically selecting the most relevant databases to a user’s query [3,5].

There has been a few researches on the problem of web database selection for building deep web integration system. The problem of source selection is modeled as an optimization problem and solved by using the data envelopment analysis technique [6]. The solution is computationally expensive so it does not apply to Internet-scale data integration. In [7], data source is selected by the user depending on several subjective and objective criteria. Because it depends on some subjective preferences of the user, it is difficult to automate web database selection.

This paper presents a utility maximization model to the resource selection problem of deep web data integration by treating them as optimization goals. The model is to estimate the utility of the web database bringing to a given status of an integration system by integrating it. With the estimated utility information, we select and integrate web databases in an iterative manner, where web databases are integrated incrementally. This approach selects a maximal utility web database from the set of candidate web databases to integrate each time. After each web database is integrated, we update the status of integration system and recompute the next maximal utility web database to integrate. The integration system obtains maximal utility by using the incremental integrate manner.

We describe a detailed experimental evaluation on real deep web databases shows that our method is highly efficient.

The remaining of this paper is organized as follows. In section 2, describes the new utility maximization model. Section 3 describes how to use utility maximization model for selecting web database to integrate. Section 4 presents our experimental results for web database selection and integration. We conclude in section 5.

II. UTILITY MAXIMIZATION MODEL

The utility maximization model is based on estimating the utility of the web database bringing to a given status of deep web integration system by integrating it. In this section, we describe how the utility of web database is estimated.

Suppose we are given an integration system $D$ and a set of candidate web databases $S = \{s_1, s_2, ..., s_n\}$. Everything is a double-edged sword, given a candidate web database $s_i$, if the system integrates $s_i$, the integration system $D$ would be affected by the positive
and negative utility of \( s_i \). In this paper, the positive and negative utility of \( s_i \) bringing to \( D \) by integrating \( s_i \) are respectively denoted by \( D^+_i \) and \( D^-_i \).

Hence, the utility of \( s_i \) bringing to \( D \) by integrating \( s_i \) can be expressed as the following difference:

\[
Utility(D, s_i) = D^+_i - D^-_i 
\]

(1)

where \( 0 \leq \{w_1, w_2\} \leq 1 \) and \( w_1 + w_2 = 1 \).

In next two subsection, we show how we measure \( D^+_i \) and \( D^-_i \) respectively.

A. Positive Utility

In this paper, \( D^+_i \) can be expressed by the importance of new data that add to the integration system by integrating \( s_i \). In this paper, the importance of new data is expressed by correlation of the degree of these new data with greater importance query. So the more volume of new data are involved in more queries with greater importance, \( s_i \) bring more positive utility to a given status of integration system \( D \).

1) Estimating \( D^+_i \): In this subsection, we mainly focus on the importance of new data that add to the integration system by integrating a web database.

Definition 2 (\( D^+_i \)): Given a candidate deep web database \( s_i \) and the status of integration system \( D \), the \( D^+_i \) is expressed by correlation of the degree of these new data with greater importance query.

So we generate a set of queries with weight to estimate importance of new data. A query workload \( QW \) is a set of pairs of the form \( \{q, w\} \), where \( q \) is a query and \( w \) is a weight attributed to the query denoting its relative importance. Typically, the weight assigned to a query is proportional to its frequency in the workload, but it can also be proportional to other measures of importance, such as the monetary value associated with answering it, or in relation to a particular set of queries for which the system is to be optimized[8].

In this paper, we use a query generator to generate a set of queries. Each generated query refers to a single term and is representative of the set of queries that refer that term. For simplicity, the generator only produces keyword queries. The generator assigns a weight \( w \) to each query using a distribution to represent the frequency of queries on this term. Since the distribution of query-term frequencies on web search engines typically follows a long-tailed distribution [9], for \( w \) in our experiments we use values selected from a Pareto distribution [10].

In what follows, we show how to estimate approximate \( D^+_i \). The approximate \( D^+_i \) is defined as the weighted sum of the volume of new data for each the queries in the workload \( QW \).

\[
D^+_i = size(s_i) \sum_{(q\in QW)} w_j \cdot \frac{|q_j(D \cup q_j(s_i)) - |q_j(D)|}{|q_j(s_i)|} 
\]

(2)

In order to actually compute the utility of a web database as defined in Equation 1, we Standardize \( D^+_i \) one which has the range, 0–1.

B. Negative Utility

There are networking and processing costs associated with integrating a web database in the integration system. These are the costs to retrieve data from the database while executing queries, map this data to the global mediated schema and so on. Those cost aspects are the negative utility of web database and they may be just as important to users.

In this paper, we mainly consider time-cost as negative utility. Time-cost is expressed by response time that the time starts from user sending a query to the web database or integration system and ends at time they return the final result set of this query.

Response time contains time-cost to retrieve data from the database while executing queries, map this data to the global mediated schema, and resolve any inconsistencies with data retrieved from all sources and so on.

In what follows, we use a random query workload \( Q \) and a query with weighted workload \( QW \) that are used in above subsection to estimate approximate \( D^-_i \). The approximate \( D^-_i \) can be expressed by the following equation.

\[
D^-_i = C^Q_{s_i} w_1 + C^{QW}_{s_i} w_2 
\]

(3)

where \( 0 \leq \{w_1, w_2\} \leq 1 \) and \( w_1 + w_2 = 1 \). \( C^Q_{s_i} \) is the increased average response time of a random query \( q \) in \( Q \) over after \( D \) integrating \( s_i \), \( C^{QW}_{s_i} \) is the increased average response time of a query \( q \) in \( QW \) over after \( D \) integrating \( s_i \).

\( C^Q_{s_i} \) can be expressed by the following equation.

\[
C^Q_{s_i} = \sum_{j=1}^{q_j} \frac{|q_j(D \cup s_i) - q_j^{true}(D)|}{|Q|} 
\]

(4)

\( C^{QW}_{s_i} \) can be expressed by the following equation.

\[
C^{QW}_{s_i} = \sum_{j=1}^{q_j} \frac{|q_j^{true}(D \cup s_i) - q_j^{true}(D)| \cdot w_j}{|QW|} 
\]

(5)

where \( q_j^{true}(D) \) is response time of \( q_j \) over \( D \), \( q_j^{true}(D \cup s_i) \) is response time of \( q_j \) over after \( D \) integrating \( s_i \).

Based on the next section, in order to compute \( D^-_i \), we need to execute queries on \( D \) m times, this is a time-cost.
In this section, we describe how to use the utility maximization model, which optimizes the resource selection problems for deep web data integration. The goal of the resource selection algorithm is to build an integration system that contains m web databases that contains as high utility as possible, which can be formally defined as an optimization problem:

Given a candidate source set: \( S = \{s_1, s_2, \ldots, s_n\} \), the status of integration system \( D \), find

\[
\text{arg} \max_{s_i \in S} (\text{Utility}(D, s_i))
\]  

(8)

The database selection decision is made based on the approximate utility of the web database.

Our approach is to select and integrate web databases in an iterative manner, where web databases are integrated incrementally. We select a maximal utility web database \( s_i \) to integrate from \( S \) each time. This approach takes advantage of the fact that some web databases provide more utility to the status of integration system than others: they are involved in more queries with greater importance. Similarly, some data sources may never be of interest, and therefore spending any effort on them is unnecessary.

The selection and integration algorithm using the utility maximization model as follow:

Algorithm to web database selection and integration:

1. Initialize: \( D = \phi \); \( S \) : Set of candidates web databases; \( m \) is the maximum number of sources that the user is willing to select( \( m \leq |S| \))
2. \( \text{Count} = 0 \);
3. while (\( \text{Count} \leq m \)) do
4. \( S = \text{arg} \max_{s_i \in S} (\text{Utility}(D, s_i)) \); //select a maximal utility of \( s_i \) form \( S \)
5. \( D = \text{integrate}(D, s_i) \); //integrate \( D \) with \( s_i \)
6. \( S = S - s_i \); //Set of candidates web databases \( S \) is updated
7. \( \text{Count}++ \);
8. return \( D \);

Integration algorithm call selection algorithm for selecting a most benefit web database to integrate each time. In initialization status \( D = \phi \), while a web database selected, the status of integration system and the set of candidate web databases will change, at the same time, \( \text{Utility}(D, s_i) \) will also change for each web database in the set of candidate web databases. So when selecting next web database to integrate, Selection Algorithm recomputes any web databases whose benefit value may have changed. Selection algorithm then returns the most benefit web databases for user integration. Finally, if the number of integrated web database equals to threshold \( m \), it has finished; if not, it continues.

IV. EXPERIMENT EVALUATION

In this section we present a detailed experimental evaluation on real-world datasets of the approach presented in the previous section.

A. Experimental Setup

Candidate web databases. We evaluate our approach using real data sets from movie domain in the web. We get 80 web databases that we can obtain all data from back-end as a set of candidate web databases for integration.

Queries workload. We use four queries workload in the experiment. two random queries workload( \( RQ1 \) and \( RQ2 \) ) and two queries with weight workload( \( WQ1 \) and \( WQ2 \) ). We use a query generator to randomly generate 500 keywords as \( RQ1 \) and 300 keywords random queries as \( RQ2 \). We also generate a 500 keywords queries with weight as \( WQ1 \) and 300 keywords with weight queries as \( WQ2 \) by using the method in the 2.2 subsection. \( RQ1 \) and \( WQ1 \) is used to estimate the utility of web database and \( RQ2 \) and \( WQ2 \) is used on experiment evaluation.

Weight. Based on user’s interest, all the weight can be set by user. In this paper, In equation 1, the default weights of \( D^v \) and \( D^w \) are 0.7 and 0.3, respectively. In equation 3, the default weights of \( C^Q \) and \( C^{QW} \) are 0.4 and 0.6, respectively.

In order to validate the effectiveness of our approach, we compare our approach with quality-based[7]. In this paper, the quality of web database is measured only depending on objective criteria in [7]. Each strategy selects m web databases to build integration system.Benefit-based: m web databases are selected and integrated with our approach.
B. The importance of data in the integration system

We now turn our attention to evaluating the importance of data in the integration system. In this paper, the importance of data in the integration system is defined as the following equation.

\[
\text{importance} = \sum_{(q_j, w_j) \in QW} W_j \cdot q_j(D)
\]

(9)

For this experiment, we compare the importance of data in the integration system that are produced by our approach and quality-based approach. The results are shown in Figure 3. Here we can see the more importance of data in integration system that is produced by our approach than quality-based approach.

C. Time Effective

Our final set of experiment studies the time-cost of a query workload over integration system that are produced by our approach and quality-based approach. Figure 4 shows the average response time for a query in RQ2 over integration systems that choose 20, 30, 40 web databases to integrate from a universe of 80 candidate web databases. It is obvious that response time of our approach is low, and time-cost is slow growth with the increase in the number of database.

V. CONCLUSION

We have presented a utility maximization model to the problem of the deep web database selection. Utility maximization model estimate the utility of web database bringing to a given status of integration system. The utility of web database is estimated by two aspects: positive and negative utility. In this paper, the importance of new data that add to integration system by integrating a web database are considered as positive utility; Negative utility of web database is measured by the average response time(time-cost) of a query on workload. With the estimated utility information, the paper selects and integrates web databases in an iterative manner, where web databases are integrated incrementally. We select a maximal utility web database to integrate from set of candidate web database each time, it obtains the maximal utility of integration system with as few web databases as possibly effective. Finally, we described a set of experiments on real datasets that validated the benefits of our approach.
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